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Behavioral Design Patterns

קבוצה זו עוסקת ב Design Patterns הקשורים באלגוריתמים, התקשורת ביניהם, וחלוקת האחריות בין הרכיבים השונים של האלגוריתם. תבניות עיצוב אלו מסייעות לפרק אלגוריתמים מורכבים לקוד שקל יותר לנהל, באמצעות חלוקת אחריות נכונה בין האובייקטים ותקשורת מוגדרת ביניהם.

ה Patterns שמופיעים בספר של GoF:

1. Chain of Responsibility
2. Command
3. Iterator
4. Mediator
5. Memento
6. Observer
7. State
8. Strategy
9. Template Method
10. Visitor

# **Chain of Responsibility (שרשרת סמכויות)**

## **תיאור במשפט קצר**

Design Pattern שמאפשר להעביר בקשה לאורך רצף של מטפלים. עם קבלת בקשה, כל מטפל מחליט אם לטפל בבקשה או להעביר אותה למטפל הבא ברצף.

## **הבעיה התכנותית**

ישנה משימה מסוימת לטיפול. הטיפול יכול להתבצע ע"י גורמים שונים (שיש קשר לוגי ביניהם), כאשר לא כולם מורשים או מסוגלים לטפל בכל משימה. פרמטרים מסוימים במשימה יקבעו מי יהיה הגורם המטפל.

## **דוגמא**

בקשה לאישור הוצאה תקציבית במפעל. קיימת הירארכיה של עובדים כך שבקשות עד לסכום של 100 ₪ מאושרות ע"י המזכירה, מ 100 עד 1000 – מאושרות ע"י המנהל, מ 10000 עד 50000 וכו'.

מעוניינים שהגשת הבקשות לאישור יעבור תמיד דרך המזכירה, מה שהיא יכולה לאשר – תאשר, ומה שלא – תעביר הלאה.

חשוב: המזכירה לא יודעת למי בדיוק יש סמכות לאשר איזה בקשה, היא רק יודעת מה היא יכולה לטפל ומטפלת כשהיא יכולה.

## **הפתרון**

מגדירים מחלקת בסיס ומחלקות יורשות מסוגי ה Handlers (המטפלים בבקשה) השונים. בכל handler יש הצבעה ל handler הבא בתור – אליו תועבר הבקשה במקרה ולא הסתיים הטיפול ב Handler הנוכחי. כל Handler יכול לסיים טיפול בבקשה, להעביר אותה הלאה לטיפול, לטפל בצורה מסוימת ולהעביר להמשך טיפול – אופי הטיפול תלוי במקרה הספציפי.

הגדרת ה Handlers השונים והרצף שלהם תתבצע בדרך כלל במקום מרכזי אחד בתוכנה, יכולה להתבצע בצורה סטטית או דינאמית.

## **UML**
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## **דוגמת קוד**

**using** System;

**using** System.Collections.Generic;

**namespace** **RefactoringGuru**.DesignPatterns.ChainOfResponsibility.Conceptual

{

// The Handler interface declares a method for building the chain of

// handlers. It also declares a method for executing a request.

**public** **interface** **IHandler**

{

IHandler SetNext(IHandler handler);

**object** Handle(**object** request);

}

// The default chaining behavior can be implemented inside a base handler

// class.

**abstract** **class** **AbstractHandler** : IHandler

{

**private** IHandler \_nextHandler;

**public** IHandler SetNext(IHandler handler)

{

**this**.\_nextHandler = handler;

// Returning a handler from here will let us link handlers in a

// convenient way like this:

// monkey.SetNext(squirrel).SetNext(dog);

**return** handler;

}

**public** **virtual** **object** Handle(**object** request)

{

**if** (**this**.\_nextHandler != **null**)

{

**return** **this**.\_nextHandler.Handle(request);

}

**else**

{

**return** **null**;

}

}

}

**class** **MonkeyHandler** : AbstractHandler

{

**public** **override** **object** Handle(**object** request)

{

**if** ((request **as** **string**) == "Banana")

{

**return** $"Monkey: I'll eat the {request.ToString()}.\n";

}

**else**

{

**return** **base**.Handle(request);

}

}

}

**class** **SquirrelHandler** : AbstractHandler

{

**public** **override** **object** Handle(**object** request)

{

**if** (request.ToString() == "Nut")

{

**return** $"Squirrel: I'll eat the {request.ToString()}.\n";

}

**else**

{

**return** **base**.Handle(request);

}

}

}

**class** **DogHandler** : AbstractHandler

{

**public** **override** **object** Handle(**object** request)

{

**if** (request.ToString() == "MeatBall")

{

**return** $"Dog: I'll eat the {request.ToString()}.\n";

}

**else**

{

**return** **base**.Handle(request);

}

}

}

**class** **Client**

{

// The client code is usually suited to work with a single handler. In

// most cases, it is not even aware that the handler is part of a chain.

**public** **static** **void** ClientCode(AbstractHandler handler)

{

**foreach** (**var** **food** **in** **new** List<**string**> { "Nut", "Banana", "Cup of coffee" })

{

Console.WriteLine($"Client: Who wants a {food}?");

**var** **result** = handler.Handle(food);

**if** (result != **null**)

{

Console.Write($" {result}");

}

**else**

{

Console.WriteLine($" {food} was left untouched.");

}

}

}

}

**class** **Program**

{

**static** **void** Main(**string**[] args)

{

// The other part of the client code constructs the actual chain.

**var** **monkey** = **new** MonkeyHandler();

**var** **squirrel** = **new** SquirrelHandler();

**var** **dog** = **new** DogHandler();

monkey.SetNext(squirrel).SetNext(dog);

// The client should be able to send a request to any handler, not

// just the first one in the chain.

Console.WriteLine("Chain: Monkey > Squirrel > Dog\n");

Client.ClientCode(monkey);

Console.WriteLine();

Console.WriteLine("Subchain: Squirrel > Dog\n");

Client.ClientCode(squirrel);

}

}

}

פלט של הקוד לעיל

Chain: Monkey > Squirrel > Dog

Client: Who wants a Nut?

Squirrel: I'll eat the Nut.

Client: Who wants a Banana?

Monkey: I'll eat the Banana.

Client: Who wants a Cup of coffee?

Cup of coffee was left untouched.

Subchain: Squirrel > Dog

Client: Who wants a Nut?

Squirrel: I'll eat the Nut.

Client: Who wants a Banana?

Banana was left untouched.

Client: Who wants a Cup of coffee?

Cup of coffee was left untouched.

## **דוגמאות נוספות**

1. request שמגיעה לשרת. בדרך כלל יתבצע תהליך של authentication (בדיקת אבטחה), authorization (בדיקת הרשאות גישה לנתונים- מנהל, משתמש רגיל, עורך תוכן וכו'), ביצוע הבקשה, בדיקה אם כבר הייתה בקשה דומה לבקשה זו כך שלא צריך לעבד מחדש את התשובה, וכו'. כל שלב בעיבוד של הבקשה הוא חוליה בשרשרת של המטפלים בבקשה.

בדוגמא זו יתכן מצב שבו ישנם מספר מטפלים שיפעלו (גם בדיקת אבטחה, גם הרשאה וכו'), בשונה מהדוגמא של אישור הוצאת תקציבית.

1. מרכז תמיכה טכנית – שלב ראשון, במענה הקולי מתארים בעיות נפוצות ודרך התמודדות. אם הלקוח קיבל מענה, יוכל לסיים את השיחה. בהמשך, מועברים לנציג שירות, גם הוא ינסה לעזור במגוון בעיות, ושוב – אם הלקוח קיבל מענה, השיחה תסתיים לשביעות רצון הלקוח. רק אם נציג השירות לא יכול לעזור – השיחה תועבר לגורם מקצועי יותר.
2. try & catch

## **יתרונות**

1. ניתן לשלוט בסדר שבו מטפלים בבקשה.
2. Single Responsibility (אחריות אחת) – מפרידים בין האובייקט שמפעיל את הקוד (ה request) קוד לבין האובייקטים שמבצעים את הפעולה (handlers)
3. Open\Closed principle – ניתן להוסיף handlers חדשים בלי לפגוע בקיימים.

## **חסרונות**

1. יהיו בקשות שלא יטופלו

# **Command (פקודה)**

## **תיאור במשפט קצר**

הגדרת אובייקט שמייצג פעולה לביצוע. האובייקט כולל את הנתונים הדרושים לביצוע הפעולה, ואת הפעולה עצמה. הגדרת האובייקט מאפשרת הפרדה בין הגורם שמזמין את ביצוע הפעולה, לבין הגורם שמבצע אותה בפועל, וכן – העברת פעולה כפרמטר לפונקציה

## **הבעיה התכנותית**

בכל תוכנה שיש בה UI, ישנם כפתורים רבים. נניח שנרצה לייצר תפריט עם אופציות שונות לפעילות בתוכנה. כל הכפתורים בתפריט נראים אותו הדבר, אבל הפעולה שלהם שונה.

במחשבה ראשונה נייצר מחלקת בסיס של כפתור, וממנה יירשו כפתורים ספציפיים לפי הפעולה שלהם. זה אומר שיהיו הרבה מאד מחלקות – כל כפתור יהיה מחלקה בפני עצמה.

אבל מה יקרה כשנרצה שפעולה מסוימת – נניח שמירה - תתבצע דרך הכפתור בתפריט, או דרך קיצור במקלדת (Ctrl+S), או דרך עוד איזה אייקון? זה אומר שהקוד שכתבנו במקום אחד יצטרך להיות מוכפל בשאר המקומות.

## **דוגמא**

## **הפתרון**

במימוש התבנית ארבעה מרכיבים עיקריים:

1. Command - ממשק המכיל בדרך כלל מתודה אחת , execute.
2. Concrete Command - מחלקה אשר מממשת את הממשק. בדרך כלל ניצור הרבה מחלקות כאלה - אחת לכל פקודה.
3. Invoker – תפקידה לבצע את הקריאה למתודה execute של ה Concrete Command הנבחר. לעיתים תכיל טבלה של כל המימושים הקיימים ל Command ותקבל רק מספר או שם שמיצגים את המימוש הרצוי (לצורך יעילות).
4. Receiver – המחלקה עליה בעצם מבוצעת הפקודה.

על פי העקרון separation of concerns – הפרדת אחריות, מבצעים הפרדה בין ה invoker – הגורם שמפעיל את הפעולה, לבין ה receiver – המבצע. ההפרדה מתבצעת באמצעות אובייקט ביניים שהוא ה command.

בדוגמא, נפריד את הפעולה שהכפתור צריך לבצע – שמירה, מהכפתור עצמו. הכפתור – אחראי על תצוגה למשתמש, הפעולה – שמירת הנתונים, באחריות הרכיב של לוגיקה עסקית.

בדוגמה של שמירה - הכפתור יקבל אובייקט command שמכיל את כל מה שנדרש לשמירה – ורק יצטרך להפעיל פונקציה, שתוגדר ב interfaceשל ה Command.בקוד של ה command עצמו תהיה פניה ללוגיקה העסקית, אבל הכפתור עצמו לא מעורב בתהליך זה.

## **UML**

![Structure of the Command design pattern](data:image/png;base64,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)

צעדים לביצוע:

1. מגדירים interface של ה Command, עם פונקציה execute, ו member מסוג ה receiver – המבצע בפועל
2. מגדירים מחלקות שממשות את ה Interface, לפי פעולות נדרשות.
3. ב invoker – המפעיל, מגדירים reference למשהו מסוג ה interface.
4. בבנית ה Invoker מגדירים מה ה command הספציפי של ה Invoker (מייצרים מופע של אחת מהמחלקות שממשות את ה Interface)
5. כשצריך לבצע את הפעולה, ה invoker מזמן את הפונקציה execute.

## **דוגמת קוד**

**using** **System**;

*//the Command Interface*

**public** **interface** ICommand

{

**void** Execute();

}

*//The ConcreteCommands*

**public** **class** **DVDPlayCommand** : ICommand

{

**public** DVDPlayCommand(){}

**public** **void** Execute()

{

Console.WriteLine("DVD Started.");

}

}

**public** **class** **DVDStopCommand** : ICommand

{

**public** DVDStopCommand(){}

**public** **void** Execute()

{

Console.WriteLine("DVD Stopped.");

}

}

**public** **class** **VCRPlayCommand** : ICommand

{

**public** VCRPlayCommand(){}

**public** **void** Execute()

{

Console.WriteLine("VCR Started.");

}

}

**public** **class** **VCRStopCommand** : ICommand

{

**public** VCRStopCommand(){}

**public** **void** Execute()

{

Console.WriteLine("VCR Stopped.");

}

}

*//The Invoker*

**public** **class** **Remote**

{

**public** Remote(){}

**public** **void** Invoke(ICommand cmd )

{

Console.WriteLine("Invoking.......");

cmd.Execute();

}

}

*//The Client*

**public** **class** **Client**

{

**public** Client(){}

**public** **static** int Main(String[] args)

{

*//Instantiate the invoker object*

Remote remote = **new** Remote();

*//Instantiate DVD related commands and pass them to invoker object*

DVDPlayCommand dvdPlayCommand = **new** DVDPlayCommand();

remote.Invoke(dvdPlayCommand);

DVDStopCommand dvdStopCommand = **new** DVDStopCommand();

remote.Invoke(dvdStopCommand);

*//Instantiate VCR related commands and pass them to invoker object*

VCRPlayCommand vcrPlayCommand = **new** VCRPlayCommand();

remote.Invoke(vcrPlayCommand);

VCRStopCommand vcrStopCommand = **new** VCRStopCommand();

remote.Invoke(vcrStopCommand);

**return** 0;

}

}

## **דוגמאות נוספות**

1. שירות אל-תור בבנק – כל לקוח שמשתמש בשירות מציין מה הפעולה לביצוע, ומצרף את הנתונים הנדרשים – צ'ק, מזומן, וכו'. המעטפות נשמרות בתיבת האלתור (שהיא ה invoker במקרה זה), ומועברות לביצוע ה receiver – פקיד הבנק.
2. מסעדה – מלצר מקבל הזמנה עם כל פרטיה, ומעביר לטבח. במקרה זה, המלצר הוא ה Invoker, הטבח הוא ה receiver, וה command הוא ההזמנה עצמה על כל פרטיה.

שימושים נפוצים

1. אפשרות של ביטול פעולות – אם כל הפעולות נשמרות כאובייקטים, אפשר לשמור אותם במחסנית, ובמידת הצורך (לדוגמא: טרנזקציה ב DB) לבטל את כל הפעולות (במקרה כזה בדרך כלל ה command יאחסן גם מידע על מצב האובייקט לפני הפעולה שלו)
2. ניהול תור של פעולות – הפעולות מגיעות כאובייקט, נשמרות בתור, ומטופלות לפי הסדר.
3. GUI – הפקדים רק מפעילים commands, בלי להיכנס לעומק הלוגיקה העסקית המתבצעת.

## **יתרונות**

1. Principle Single Responsibility – מפרידים בין המחלקות שמפעילות פעולה לבין מחלקות שמבצעות את הפעולה (handlers)
2. Open\Closed Principle – ניתן להוסיף commands חדשים בלי לפגוע בקיימים.
3. מאפשר לבצע מנגנון של ביטול פעולה.
4. מאפשר לבצע מנגנון של deferred operation – דחית פעולה לביצוע בזמן אחר (במידה ומגיעים מספר commands בו זמנית, ניתן לשמור אותם בתור ולבצע אותם כשיסתיים command אחר)
5. אפשר להרכיב מספר command פשוטים ל command מורכב יותר.

## **חסרונות**

1. הקוד הופך להיות קצת מורכב בגלל שבעצם מוסיפים שכבה של קוד – ה command – בין המפעיל לביצוע.

# **Iterator (אובייקט למעבר על איברי קבוצה)**

## **תיאור במשפט קצר**

אובייקט שמשמש למעבר על איברי קבוצה ולגישה אליהם.

## **הבעיה התכנותית**

אוספים הם אחד מסוגי הנתונים הנפוצים ביותר בתכנות. אוסף למעשה הוא רק אובייקט שמכיל קבוצת אלמנטים. רוב האוספים מאחסנים את האלמנטים שלהם ברשימות פשוטות. עם זאת, חלקם מבוססים על ערימות, עצים, גרפים ומבני נתונים מורכבים אחרים.

בלי קשר למבנה האוסף, אוסף חייב לספק דרך כלשהי לגשת לאלמנטים שלו כדי שקוד אחר יוכל להשתמש באלמנטים האלה. צריכה להיות דרך לעבור על כל אלמנט באוסף מבלי לגשת לאותם אלמנטים שוב ושוב.

זה עשוי להישמע כמו עבודה קלה אם מדובר באוסף המבוסס על רשימה, פשוט מבצעים לולאה על כל האלמנטים. אבל איך עוברים ברצף על אלמנטים של מבנה נתונים מורכב, כמו עץ? לעיתים נרצה להשתמש ב BFS, לעיתים ב DFS, ולעיתים פשוט גישה אקראית לרכיבי העץ.

הוספת עוד ועוד אלגוריתמי מעבר לאוסף מטשטשת בהדרגה את האחריות העיקרית שלו, שהיא **אחסון** נתונים יעיל. בנוסף, חלק מהאלגוריתמים עשויים להיות מותאמים לאפליקציה ספציפית, כך שלכלול אותם במחלקת אוסף גנרית יהיה מוזר.

מצד שני, לקוד שאמור לעבוד עם אוספים שונים אולי אפילו לא אכפת איך הם מאחסנים את האלמנטים שלהם, אלא רק לגשת לאלמנטים בצורה הרצויה. עם זאת, מכיוון שהאוספים כולם מספקים דרכים שונות לגשת לאלמנטים שלהם, אין לך אפשרות מלבד לקשר את הקוד שלך למחלקות האוסף הספציפיות.

## **דוגמא**

נתון עץ. מעוניינים לבצע מעבר על אלמנטים של עץ בצורות שונות: Breadth-first Search (BFS) , Depth-first Search (DFS), גישה אקראית לאיברי האוסף.

## **הפתרון**

מפרידים בין האוסף – שאחראי לאחסון הנתונים, לבין הקוד שעובר על האלמנטים שלו.

בנוסף ליישום האלגוריתם עצמו, iterator מסתיר את כל פרטי האיטרציה, כגון המיקום הנוכחי וכמה אלמנטים נותרו עד הסוף. בזכות עובדה זו, מספר iterators יכולים לעבור על אותו אוסף בו זמנית, ללא תלות זה בזה.

בדרך כלל, Iteratorים מספקים פונקציה עיקרית אחת להבאת אלמנטים מהאוסף. קוד שמשתמש ב iterator יכול להמשיך להפעיל את הפונקציה הזו עד שהיא לא מחזירה כלום, מה שאומר שה- iterator עבר את כל האלמנטים.

כל ה- Iteratorים חייבים ליישם את אותו ממשק. זה הופך את קוד הלקוח לתואם לכל סוג אוסף או לכל אלגוריתם מעבר כל עוד יש iterator מתאים. אם צריך דרך מיוחדת לעבור על אוסף, פשוט יוצרים מחלקת iterator חדשה, מבלי לשנות את האוסף או את הלקוח.

## **UML**
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## **דוגמת קוד**

ב C# השימוש ב iterator ממש מובנה בשפה, באמצעות IEnumerator ו IEnumerable.

**using** System;

**using** System.Collections;

**using** System.Collections.Generic;

**namespace** **RefactoringGuru**.DesignPatterns.Iterator.Conceptual

{

**abstract** **class** **Iterator** : IEnumerator

{

**object** IEnumerator.Current => Current();

// Returns the key of the current element

**public** **abstract** **int** Key();

// Returns the current element

**public** **abstract** **object** Current();

// Move forward to next element

**public** **abstract** **bool** MoveNext();

// Rewinds the Iterator to the first element

**public** **abstract** **void** Reset();

}

**abstract** **class** **IteratorAggregate** : IEnumerable

{

// Returns an Iterator or another IteratorAggregate for the implementing

// object.

**public** **abstract** IEnumerator GetEnumerator();

}

// Concrete Iterators implement various traversal algorithms. These classes

// store the current traversal position at all times.

**class** **AlphabeticalOrderIterator** : Iterator

{

**private** WordsCollection \_collection;

// Stores the current traversal position. An iterator may have a lot of

// other fields for storing iteration state, especially when it is

// supposed to work with a particular kind of collection.

**private** **int** \_position = -1;

**private** **bool** \_reverse = **false**;

**public** AlphabeticalOrderIterator(WordsCollection collection, **bool** reverse = **false**)

{

**this**.\_collection = collection;

**this**.\_reverse = reverse;

**if** (reverse)

{

**this**.\_position = collection.getItems().Count;

}

}

**public** **override** **object** Current()

{

**return** **this**.\_collection.getItems()[\_position];

}

**public** **override** **int** Key()

{

**return** **this**.\_position;

}

**public** **override** **bool** MoveNext()

{

**int** updatedPosition = **this**.\_position + (**this**.\_reverse ? -1 : 1);

**if** (updatedPosition >= 0 && updatedPosition < **this**.\_collection.getItems().Count)

{

**this**.\_position = updatedPosition;

**return** **true**;

}

**else**

{

**return** **false**;

}

}

**public** **override** **void** Reset()

{

**this**.\_position = **this**.\_reverse ? **this**.\_collection.getItems().Count - 1 : 0;

}

}

// Concrete Collections provide one or several methods for retrieving fresh

// iterator instances, compatible with the collection class.

**class** **WordsCollection** : IteratorAggregate

{

List<**string**> \_collection = **new** List<**string**>();

**bool** \_direction = **false**;

**public** **void** ReverseDirection()

{

\_direction = !\_direction;

}

**public** List<**string**> getItems()

{

**return** \_collection;

}

**public** **void** AddItem(**string** item)

{

**this**.\_collection.Add(item);

}

**public** **override** IEnumerator GetEnumerator()

{

**return** **new** AlphabeticalOrderIterator(**this**, \_direction);

}

}

**class** **Program**

{

**static** **void** Main(**string**[] args)

{

// The client code may or may not know about the Concrete Iterator

// or Collection classes, depending on the level of indirection you

// want to keep in your program.

**var** **collection** = **new** WordsCollection();

collection.AddItem("First");

collection.AddItem("Second");

collection.AddItem("Third");

Console.WriteLine("Straight traversal:");

**foreach** (**var** **element** **in** collection)

{

Console.WriteLine(element);

}

Console.WriteLine("\nReverse traversal:");

collection.ReverseDirection();

**foreach** (**var** **element** **in** collection)

{

Console.WriteLine(element);

}

}

}

}

## **דוגמאות נוספות**

1. כל שם עצם קיבוצי שלמעשה מייצג רשימה של אלמנטים.
2. סיור במוזיאון – מעוניינים לעבור בין כל התצוגות, אבל כל אחד מעונין לבצע את הסיור בסדר אחר.

## **יתרונות**

1. Principle Single Responsibility – ה collection אחראי לאחסון הנתונים, ה iterator אחראי למעבר על הנתונים.
2. Open\Closed Principle – ניתן להוסיף collections חדשים ו-iterators נוספים בלי לפגוע בקוד קיים.
3. אפשר לעבור על אוסף אחד בכמה צורות במקביל.
4. אפשר לעצור איטרציה מסוימת ולהמשיך אותה מאותה נקודה בזמן אחר, מבלי לפגוע באיטרציות אחרות או מבלי לחסום פעילות אחרת על האוסף.

## **חסרונות**

1. כשמדובר באוספים פשוטים זה מוגזם ומיותר להשתמש ב iterator
2. יתכן שבאוספים מסוימים יותר יעיל לעבור על האלמנטים שלהם ישירות במקום להשתמש באובייקט נוסף שמבצע את זה.

# **Mediator (מתווך)**

## **תיאור במשפט קצר**

מצמצם תלויות בין אובייקטים כך ששיתוף פעולה בין אובייקטים מתבצע רק דרך גורם מתווך.

## **הבעיה התכנותית**

לעיתים ישנם מספר אובייקטים שמעורבים בפעילות תכנותית כלשהי. הפעילות של אובייקטים מסוימים תלויה באובייקטים אחרים, התלות הזו גורמת שהקוד לא ניתן לשימוש חוזר בפעילויות תכנותיות אחרות.

## **דוגמא**

קיימים פקדים שונים בטופס: checkbox לסימון אם מעוניינים לקבל עדכונים, אם מסמנים אותו, נפתחת תיבת טקסט להזנת אימייל, כפתור שמירה צריך לבדוק תקינות הנתונים בפקדים האחרים וכו'. ישנה תקשורת רבה בין הפקדים, ואם נרצה לבודד את הפקדים ולהשתמש בהם בטפסים נוספים תהיה בעיה, כי כפתור השמירה למשל לא עצמאי – הוא בודק פקדים אחרים בטופס, או ה checkbox כדוגמא – גם הוא תלוי בפקד של האימייל, וקובע שבסימון שלו הפקד הנוסף יוצג.

## **הפתרון**

מגדירים גורם אחד אחראי, וכל התקשורת מתבצעת דרכו. זהו ה Mediator.

בדוגמא של הטופס, הטופס עצמו אחראי לניהול ההתרחשויות בטופס: אם לחצו על שמירה, כפתור שמירה מעדכן את הטופס שלחצו עליו. הטופס יקבע מה קורה לפקדים אחרים בזמן שמירה.

אם סימנו את ה checkbox של העדכונים – הוא מודיע לטופס. הטופס ידאג שהפקד של האימייל יוצג.

הטופס הוא בעצם ה mediator – מתווך.

## **UML**
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צעדים לביצוע:

1. זיהוי קבוצה של אובייקטים שתלויים אחד בשני, והפרדה יכולה להביא לניהול פשוט יותר או שימוש חוזר באובייקטים.
2. הגדרת המתווך ואופן התקשורת בינו לבין האובייקטים. בדרך כלל תהיה פונקציה notify או משהו דומה שתזומן ע"י האובייקטים. notify תקבל בדרך כלל את האובייקט שגרם להפעלה שלה.

מקובל להגדיר אותו כ interface, ולממש באופן ספציפי היכן שרוצים.

1. הגדרת המחלקות השונות לאובייקטים שקשורים למתווך. בכל מחלקה כזו יהיה ייחוס למתווך.
2. כשנוצר צורך לעדכן גורם אחר, מעדכנים את המתווך באמצעות הפונקציה notify.

## **דוגמת קוד**

**using** System;

**namespace** **RefactoringGuru**.DesignPatterns.Mediator.Conceptual

{

// The Mediator interface declares a method used by components to notify the

// mediator about various events. The Mediator may react to these events and

// pass the execution to other components.

**public** **interface** **IMediator**

{

**void** Notify(**object** sender, **string** ev);

}

// Concrete Mediators implement cooperative behavior by coordinating several

// components.

**class** **ConcreteMediator** : IMediator

{

**private** Component1 \_component1;

**private** Component2 \_component2;

**public** ConcreteMediator(Component1 component1, Component2 component2)

{

**this**.\_component1 = component1;

**this**.\_component1.SetMediator(**this**);

**this**.\_component2 = component2;

**this**.\_component2.SetMediator(**this**);

}

**public** **void** Notify(**object** sender, **string** ev)

{

**if** (ev == "A")

{

Console.WriteLine("Mediator reacts on A and triggers folowing operations:");

**this**.\_component2.DoC();

}

**if** (ev == "D")

{

Console.WriteLine("Mediator reacts on D and triggers following operations:");

**this**.\_component1.DoB();

**this**.\_component2.DoC();

}

}

}

// The Base Component provides the basic functionality of storing a

// mediator's instance inside component objects.

**class** **BaseComponent**

{

**protected** IMediator \_mediator;

**public** BaseComponent(IMediator mediator = **null**)

{

**this**.\_mediator = mediator;

}

**public** **void** SetMediator(IMediator mediator)

{

**this**.\_mediator = mediator;

}

}

// Concrete Components implement various functionality. They don't depend on

// other components. They also don't depend on any concrete mediator

// classes.

**class** **Component1** : BaseComponent

{

**public** **void** DoA()

{

Console.WriteLine("Component 1 does A.");

**this**.\_mediator.Notify(**this**, "A");

}

**public** **void** DoB()

{

Console.WriteLine("Component 1 does B.");

**this**.\_mediator.Notify(**this**, "B");

}

}

**class** **Component2** : BaseComponent

{

**public** **void** DoC()

{

Console.WriteLine("Component 2 does C.");

**this**.\_mediator.Notify(**this**, "C");

}

**public** **void** DoD()

{

Console.WriteLine("Component 2 does D.");

**this**.\_mediator.Notify(**this**, "D");

}

}

**class** **Program**

{

**static** **void** Main(**string**[] args)

{

// The client code.

Component1 component1 = **new** Component1();

Component2 component2 = **new** Component2();

**new** ConcreteMediator(component1, component2);

Console.WriteLine("Client triggets operation A.");

component1.DoA();

Console.WriteLine();

Console.WriteLine("Client triggers operation D.");

component2.DoD();

}

}

}

פלט של הקוד:

Client triggers operation A.

Component 1 does A.

Mediator reacts on A and triggers following operations:

Component 2 does C.

Client triggers operation D.

Component 2 does D.

Mediator reacts on D and triggers following operations:

Component 1 does B.

Component 2 does C.

## **דוגמאות נוספות**

1. ארגון אירוע – במקום שכל המשתתפים בארגון האירוע יתקשרו ביניהם, הבמאית תתאם עם האחראי על התלבושות ועם האחראי על התאורה ועם השחקניות, והאחראי על התאורה יתאם עם בעל המפתחות לאולם וכו', יש בדרך כלל גורם אחד אחראי שמתווך בין כולם, כל מי שצריך משהו פונה אליו – והוא מעביר את המידע למקום המתאים.
2. מטוסים שרוצים לנחות – לא מתאמים מידע ביניהם אלא מגדל הפיקוח מנהל את הנחיתות של כולם.

## **יתרונות**

1. Principle Single Responsibility – מחלצים את התקשורת בין הרכיבים מהרכיבים עצמם, ומרכזים אותה במקום אחד, כך הרבה יותר קל לנהל אותה.
2. Open\Closed Principle – ניתן להוסיף mediators חדשים בלי לפגוע בקיימים.
3. צמצום התלות בין רכיבים שונים בתוכנית.
4. אפשרות לשימוש חוזר בתוכניות אחרות.

## **חסרונות**

1. במהלך הזמן mediator עלול להפוך ל God object – אובייקט שמנהל יותר מדי דברים, מכיל כל מיני פונקציות לא קשורות ביניהן וכו'.

# **Memento (מזכרת)**

## **תיאור במשפט קצר**

תבנית המאפשרת לשמור ולשחזר את המצב הקודם של אובייקט (לפני שבוצעה פעולה מסוימת, שינויים וכדו') מבלי לחשוף את פרטי היישום שלו.

## **הבעיה התכנותית**

מעונינים לבצע פעולות על אובייקט, אך להיות מסוגלים לשחזר את מצבו באם הפעולה לא תצליח.

כדי לשחזר את מצב האובייקט צריכים, לכאורה, שנתוניו יהיו חשופים – מה שנוגד את עקרון הכימוס (encapsulation) של OOP.

מצד שני – אם יהיו נתונים שהם Private, איך ניתן יהיה לשחזר אותם?

נשים לב: למרות שזה נשמע קצת דומה ל prototype, צריך לזכור ש Prototype קשור רק ליצירת אובייקטים, ולא ניהול של הנתונים שלהם לאורך מחזור החיים של האובייקט.

## **דוגמא**

עורך טקסט שמאפשר עיצוב של הטקסט, הוספת תמונות , ועוד. בכל מצב צריכים לאפשר ביטול של הפעולה הקודמת שבוצעה. למעשה צריכים לשמור את הנתונים על כל האובייקטים שיש כרגע בטקסט – הטקסט עצמו, תמונות מצורפות, גודל שלהן, מיקום, וכו'.

## **הפתרון**

כדי לשמור על הכימוס – האובייקט עצמו אחראי ליצירת עותק של עצמו, ולשחזור של עצמו למצב קודם במידת הצורך. תזמון השחזור נעשה מחוץ לאובייקט.

Memento מכיל מצב של אובייקט שיש לשחזר. המקור יוצר ומאחסן מצבים באובייקטים של Memento ואובייקט Caretaker אחראי לשחזר מצב אובייקט מממנטו. יצרנו כיתות Memento, Originator ו-CareTaker.

בתבנית זו יש שלושה גורמים:

memento – מכיל מצב של אובייקט שיתכן ויצטרכו לשחזר למצב זה.

originator – אובייקט במצב מסוים (מצב הכוונה נתונים מסוימים שמאוחסנים באובייקט, ויכולים להשתנות – כל שינוי כביכול נחשב כ"מצב" אחר)

caretaker – אובייקט שמבצע שינוי כלשהו על ה originator, אך מעונין באפשרות לבצע ביטול של הפעולה. הוא זה שיבקש את ה memento.

המטפל (caretaker) מעונין לבצע פעולה על האובייקט המקורי (originator). לפני ביצוע הפעולה, הוא מבקש ממנו "מזכרת" – memento, בדרך כלל זו פונקציה של createMemento או משהו דומה, ושומר אותה אצלו. אם נדרש שחזור של האובייקט, המטפל יזמן פונקציה של setMemento על האובייקט המקורי, ויעביר בה את ה memento שהוא קיבל ממנו בתחילת התהליך.

## **UML**

![Memento without nested classes](data:image/png;base64,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)

## **דוגמת קוד**

**using** System;

**using** System.Collections.Generic;

**using** System.Linq;

**using** System.Threading;

**namespace** **RefactoringGuru**.DesignPatterns.Memento.Conceptual

{

// The Originator holds some important state that may change over time. It

// also defines a method for saving the state inside a memento and another

// method for restoring the state from it.

**class** **Originator**

{

// For the sake of simplicity, the originator's state is stored inside a

// single variable.

**private** **string** \_state;

**public** Originator(**string** state)

{

**this**.\_state = state;

Console.WriteLine("Originator: My initial state is: " + state);

}

// The Originator's business logic may affect its internal state.

// Therefore, the client should backup the state before launching

// methods of the business logic via the save() method.

**public** **void** DoSomething()

{

Console.WriteLine("Originator: I'm doing something important.");

**this**.\_state = **this**.GenerateRandomString(30);

Console.WriteLine($"Originator: and my state has changed to: {\_state}");

}

**private** **string** GenerateRandomString(**int** length = 10)

{

**string** allowedSymbols = "abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ";

**string** result = **string**.Empty;

**while** (length > 0)

{

result += allowedSymbols[**new** Random().Next(0, allowedSymbols.Length)];

Thread.Sleep(12);

length--;

}

**return** result;

}

// Saves the current state inside a memento.

**public** IMemento Save()

{

**return** **new** ConcreteMemento(**this**.\_state);

}

// Restores the Originator's state from a memento object.

**public** **void** Restore(IMemento memento)

{

**if** (!(memento **is** ConcreteMemento))

{

**throw** **new** Exception("Unknown memento class " + memento.ToString());

}

**this**.\_state = memento.GetState();

Console.Write($"Originator: My state has changed to: {\_state}");

}

}

// The Memento interface provides a way to retrieve the memento's metadata,

// such as creation date or name. However, it doesn't expose the

// Originator's state.

**public** **interface** **IMemento**

{

**string** GetName();

**string** GetState();

**DateTime** GetDate();

}

// The Concrete Memento contains the infrastructure for storing the

// Originator's state.

**class** **ConcreteMemento** : IMemento

{

**private** **string** \_state;

**private** **DateTime** \_date;

**public** ConcreteMemento(**string** state)

{

**this**.\_state = state;

**this**.\_date = **DateTime**.Now;

}

// The Originator uses this method when restoring its state.

**public** **string** GetState()

{

**return** **this**.\_state;

}

// The rest of the methods are used by the Caretaker to display

// metadata.

**public** **string** GetName()

{

**return** $"{this.\_date} / ({this.\_state.Substring(0, 9)})...";

}

**public** **DateTime** GetDate()

{

**return** **this**.\_date;

}

}

// The Caretaker doesn't depend on the Concrete Memento class. Therefore, it

// doesn't have access to the originator's state, stored inside the memento.

// It works with all mementos via the base Memento interface.

**class** **Caretaker**

{

**private** List<IMemento> \_mementos = **new** List<IMemento>();

**private** Originator \_originator = **null**;

**public** Caretaker(Originator originator)

{

**this**.\_originator = originator;

}

**public** **void** Backup()

{

Console.WriteLine("\nCaretaker: Saving Originator's state...");

**this**.\_mementos.Add(**this**.\_originator.Save());

}

**public** **void** Undo()

{

**if** (**this**.\_mementos.Count == 0)

{

**return**;

}

**var** **memento** = **this**.\_mementos.Last();

**this**.\_mementos.Remove(memento);

Console.WriteLine("Caretaker: Restoring state to: " + memento.GetName());

**try**

{

**this**.\_originator.Restore(memento);

}

**catch** (Exception)

{

**this**.Undo();

}

}

**public** **void** ShowHistory()

{

Console.WriteLine("Caretaker: Here's the list of mementos:");

**foreach** (**var** **memento** **in** **this**.\_mementos)

{

Console.WriteLine(memento.GetName());

}

}

}

**class** **Program**

{

**static** **void** Main(**string**[] args)

{

// Client code.

Originator originator = **new** Originator("Super-duper-super-puper-super.");

Caretaker caretaker = **new** Caretaker(originator);

caretaker.Backup();

originator.DoSomething();

caretaker.Backup();

originator.DoSomething();

caretaker.Backup();

originator.DoSomething();

Console.WriteLine();

caretaker.ShowHistory();

Console.WriteLine("\nClient: Now, let's rollback!\n");

caretaker.Undo();

Console.WriteLine("\n\nClient: Once more!\n");

caretaker.Undo();

Console.WriteLine();

}

}

}

## **דוגמאות נוספות**

1. טרנזקציה של פעולות מול ה DB – אם הטרנזקציה נכשלת, מבטלים את הפעולות ומחזירים את האובייקט למצבו הקודם.

## **יתרונות**

1. אפשר לייצר תמונת מצב של אובייקט בלי להפר את הכלל של כימוס.
2. האובייקט עצמו לא צריך לנהל את ההיסטוריה שלו, זה התפקיד של ה caretaker.

## **חסרונות**

1. הקוד של התוכנה עלול לדרוש הרבה זיכרון אם מיצריםmementos לעיתים קרובות.
2. ה"מטפל", caretaker, עוקב אחרי ה originator כדי להחליט מתי אפשר למחוק mementos
3. יש שפות שלא יכולות לאכוף את זה שלא נוגעים ב mementos.

# **Observer (משקיף)**

## **תיאור במשפט קצר**

תבנית שבונה מנגנון להרשמה לקבלת התראות לגבי אירועים שונים שמתרחשים על אובייקט עליו "משקיפים".

## **הבעיה התכנותית**

ידוע שקיים אובייקט X, ואירוע מסוים עתיד להתרחש בו. אובייקטים Y,Z וכו' ממתינים להתרחשות האירוע כדי לבצע פונקציונליות מסוימת. כיצד הם יתעדכנו על האירוע? ישנה אפשרות שהם יבדקו בפעימות מוגדרות מראש האם האירוע התרחש. כמובן שזה יגרום לביצוע קוד מיותר. כל מה שנדרש זה שמישהו יעדכן אותם כאשר האירוע מתרחש.

## **דוגמא**

לקוחות ממתינים להגעת מוצר כלשהו לחנות. אפשר לבוא לבקר בחנות מדי יום כדי לבדוק אם המוצר מהדגם הרצוי הגיע. לחילופין, ישנה אפשרות שכשהמוצר יגיע, החנות תודיע לכל לקוחותיה על הגעת המוצר, אבל סביר להניח שלא כל הלקוחות מתעניינים במוצר הזה ואז יפריעו להם העדכונים התכופים על המוצרים שהגיעו לחנות. יהיה יעיל יותר אם המוכרת תרשום את פרטי הלקוחות המתעניינים במוצר מסוים, ותעדכן רק אותם על הגעת המוצר.

## **הפתרון**

מגדירים publisher(מפרסם) – האובייקט שעליו יש התעניינות לגבי אירוע מסוים שלו (בדוגמא – החנות).

מגדירים subscriber\s – אחד או יותר, אלו ירשמו לקבלת עדכון כשהאירוע מתרחש (בדוגמא – הלקוחות).

ב publisher יוגדרו פונקציות לקבלת עדכון, להסרה מקבלת עדכונים, ופונקציה של העדכון על האירוע.

כל subscriber יגדיר פונקציה שצריכה להתבצע כאשר האירוע מתרחש.

## **UML**
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## **דוגמת קוד**

**using** System;

**using** System.Collections.Generic;

**using** System.Threading;

**namespace** **RefactoringGuru**.DesignPatterns.Observer.Conceptual

{

**public** **interface** **IObserver**

{

// Receive update from subject

**void** Update(ISubject subject);

}

**public** **interface** **ISubject**

{

// Attach an observer to the subject.

**void** Attach(IObserver observer);

// Detach an observer from the subject.

**void** Detach(IObserver observer);

// Notify all observers about an event.

**void** Notify();

}

// The Subject owns some important state and notifies observers when the

// state changes.

**public** **class** **Subject** : ISubject

{

// For the sake of simplicity, the Subject's state, essential to all

// subscribers, is stored in this variable.

**public** **int** State { **get**; **set**; } = -0;

// List of subscribers. In real life, the list of subscribers can be

// stored more comprehensively (categorized by event type, etc.).

**private** List<IObserver> \_observers = **new** List<IObserver>();

// The subscription management methods.

**public** **void** Attach(IObserver observer)

{

Console.WriteLine("Subject: Attached an observer.");

**this**.\_observers.Add(observer);

}

**public** **void** Detach(IObserver observer)

{

**this**.\_observers.Remove(observer);

Console.WriteLine("Subject: Detached an observer.");

}

// Trigger an update in each subscriber.

**public** **void** Notify()

{

Console.WriteLine("Subject: Notifying observers...");

**foreach** (**var** **observer** **in** \_observers)

{

observer.Update(**this**);

}

}

// Usually, the subscription logic is only a fraction of what a Subject

// can really do. Subjects commonly hold some important business logic,

// that triggers a notification method whenever something important is

// about to happen (or after it).

**public** **void** SomeBusinessLogic()

{

Console.WriteLine("\nSubject: I'm doing something important.");

**this**.State = **new** Random().Next(0, 10);

Thread.Sleep(15);

Console.WriteLine("Subject: My state has just changed to: " + **this**.State);

**this**.Notify();

}

}

// Concrete Observers react to the updates issued by the Subject they had

// been attached to.

**class** **ConcreteObserverA** : IObserver

{

**public** **void** Update(ISubject subject)

{

**if** ((subject **as** Subject).State < 3)

{

Console.WriteLine("ConcreteObserverA: Reacted to the event.");

}

}

}

**class** **ConcreteObserverB** : IObserver

{

**public** **void** Update(ISubject subject)

{

**if** ((subject **as** Subject).State == 0 || (subject **as** Subject).State >= 2)

{

Console.WriteLine("ConcreteObserverB: Reacted to the event.");

}

}

}

**class** **Program**

{

**static** **void** Main(**string**[] args)

{

// The client code.

**var** **subject** = **new** Subject();

**var** **observerA** = **new** ConcreteObserverA();

subject.Attach(observerA);

**var** **observerB** = **new** ConcreteObserverB();

subject.Attach(observerB);

subject.SomeBusinessLogic();

subject.SomeBusinessLogic();

subject.Detach(observerB);

subject.SomeBusinessLogic();

}

}

}

פלט:

Subject: Attached an observer.

Subject: Attached an observer.

Subject: I'm doing something important.

Subject: My state has just changed to: 2

Subject: Notifying observers...

ConcreteObserverA: Reacted to the event.

ConcreteObserverB: Reacted to the event.

Subject: I'm doing something important.

Subject: My state has just changed to: 1

Subject: Notifying observers...

ConcreteObserverA: Reacted to the event.

Subject: Detached an observer.

Subject: I'm doing something important.

Subject: My state has just changed to: 5

Subject: Notifying observers...

## **דוגמאות נוספות**

1. פקדים ב UI – נרשמים לאירוע של הפקד, נניח לחיצה, מעבר עכבר וכו'. כאשר מתרחש האירוע – מזומנת פונקציה מסוימת רצויה.
2. עדכונים לתוכנה – במקום לבדוק כל יום אם יש עדכונים, החברה מעדכנת כשיש עדכון לתוכנה.

## **יתרונות**

1. Open\Closed Principle – ניתן להוסיף subscribers חדשים בלי לפגוע בקוד של ה publisher.
2. אפשר להגדיר קשר בין אובייקטים בזמן ריצה.

## **חסרונות**

1. אין אחריות לסדר שבו מיידעים את ה subscribers על התרחשות האירוע.

# **State (מצב)**

## **תיאור במשפט קצר**

תבנית המאפשרת לאובייקט לשנות את התנהגותו כאשר מצבו הפנימי משתנה. חיצונית זה נראה כאילו האובייקט שינה את המחלקה שלו.

## **הבעיה התכנותית**

המושג state מתייחס לנתון או מספר נתונים של אובייקט שייחד מייצגים מצב מסוים של האובייקט.

מעוניינים שהתנהגות האובייקט תשתנה כאשר ה state שלו משתנה.

כל התנהגות שאמורה להתרחש במצב מסוים, לא אמורה להשפיע על התנהגויות אחרות. אם יש התנהגות חדשה, האחרות לא מושפעות ממנה.

הטמעת התנהגות ספציפית למצב ישירות בתוך מחלקה אינה גמישה מכיוון שהיא מחייבת את המחלקה להתנהגות מסוימת ואי אפשר להוסיף מצב חדש או לשנות את ההתנהגות של מצב קיים מאוחר יותר, ללא תלות במחלקה, מבלי לשנות את המחלקה.

## **דוגמא**

קיים מושג שנקרא מכונת מצבים (State Machine). מכונת מצבים מתארת תכנית שיכולה להימצא בכל רגע נתון באחד מ X שלבים. התוכנית יכולה לעבור ממצב X למצב אחד או יותר, בדרך כלל על פי תנאי מסוים.

פעמים רבות בתחילת הדרך מספר המצבים האפשריים קטן וכן התנאים למעבר בין המצבים, אך בהמשך הפיתוח, מספר המצבים גדל, אפשרויות המעבר בין מצבים מתרחבות וכן גם התנאים למעבר ממצב למצב הולכים ומסתעפים.

ביטוי נוסף לבעיה הוא כל קוד פשוט עם switch ותנאים נוספים בתוך caseים מסוימים ב switch. קוד כזה יכול להסתעף בקלות רבה לקוד מלא ifים ו-caseים, והוא עלול להיות בלתי קריא, קשה לניהול, וחשוף לשגיאות באגים (מישהו אחד משנה את ה if מ or ל && כי זה מתאים לקוד שהוא צריך לפתח, והוא לא יודע שבעצם זה קריטי למצב אחר).

## **הפתרון**

לכל מצב אפשרי של האובייקט, מגדירים מחלקה. מחלקות המצבים כולן ממשות interface אחד.

האובייקט (נקרא גם context) מחזיק ייחוס ל state הנוכחי שלו. בתוכו תהיה גם הפעולה המתאימה ל state הנוכחי. בכך מפרידים את הקוד של ניהול המצבים מהאובייקט עצמו. להעברת האובייקט למצב חדש, משנים את הייחוס למופע מתאים למצב החדש. ההעברה תתבצע בדרך כלל בתוך המחלקות של ה state, שכל אחת מהן מחזקה בעצמה גם ייחוס ל context.

בדוגמא של התכנית, היא עצמה ה context, והמצבים הם ה states. למעבר בין המצבים ה state מחליף את הייחוס ל state של התכנית, לפי תנאים מסוימים.

## **UML**
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## **דוגמת קוד**

**using** System;

**namespace** **RefactoringGuru**.DesignPatterns.State.Conceptual

{

// The Context defines the interface of interest to clients. It also

// maintains a reference to an instance of a State subclass, which

// represents the current state of the Context.

**class** **Context**

{

// A reference to the current state of the Context.

**private** State \_state = **null**;

**public** Context(State state)

{

**this**.TransitionTo(state);

}

// The Context allows changing the State object at runtime.

**public** **void** TransitionTo(State state)

{

Console.WriteLine($"Context: Transition to {state.GetType().Name}.");

**this**.\_state = state;

**this**.\_state.SetContext(**this**);

}

// The Context delegates part of its behavior to the current State

// object.

**public** **void** Request1()

{

**this**.\_state.Handle1();

}

**public** **void** Request2()

{

**this**.\_state.Handle2();

}

}

// The base State class declares methods that all Concrete State should

// implement and also provides a backreference to the Context object,

// associated with the State. This backreference can be used by States to

// transition the Context to another State.

**abstract** **class** **State**

{

**protected** Context \_context;

**public** **void** SetContext(Context context)

{

**this**.\_context = context;

}

**public** **abstract** **void** Handle1();

**public** **abstract** **void** Handle2();

}

// Concrete States implement various behaviors, associated with a state of

// the Context.

**class** **ConcreteStateA** : State

{

**public** **override** **void** Handle1()

{

Console.WriteLine("ConcreteStateA handles request1.");

Console.WriteLine("ConcreteStateA wants to change the state of the context.");

**this**.\_context.TransitionTo(**new** ConcreteStateB());

}

**public** **override** **void** Handle2()

{

Console.WriteLine("ConcreteStateA handles request2.");

}

}

**class** **ConcreteStateB** : State

{

**public** **override** **void** Handle1()

{

Console.Write("ConcreteStateB handles request1.");

}

**public** **override** **void** Handle2()

{

Console.WriteLine("ConcreteStateB handles request2.");

Console.WriteLine("ConcreteStateB wants to change the state of the context.");

**this**.\_context.TransitionTo(**new** ConcreteStateA());

}

}

**class** **Program**

{

**static** **void** Main(**string**[] args)

{

// The client code.

**var** **context** = **new** Context(**new** ConcreteStateA());

context.Request1();

context.Request2();

}

}

}

## **דוגמאות נוספות**

1. קובץ יכול להיות במצב טיוטה, מועמד לפרסום, מפורסם. יכול לעבור מטיוטה למועמד לפרסום, ולחזור לטיוטה, אם נניח המנהל עבר על הקובץ ולא אישר את פרסומו בצורה נוכחית.
2. כפתורים של הטלפון פועלים בצורות- שונות בהתאם למצב שלו –

אם משוחרר – כל כפתור מבצע פונקציונליות שהוגדרה לו.

אם הוא נעול – כל לחיצה מציגה א מסך שחרור מנעילה.

אם הסוללה חלשה – מוצגת הודעה שיש לטעון את הטלפון.

## **יתרונות**

1. מפשטת את הקוד מאד – במקום תנאים ו switchים מסורבלים שקשה לעקוב אחרי ביצועם, חלוקה מסודרת וברורה של כל מצב והפעילות המתאימה לו.
2. Single Responsibility principle – כל state אחראי לבצע את הקוד שקשור למצב שלו, ולא כל הקוד זרוק במקום אחד.
3. Open\Closed principle – מאפשר הוספת מצבים חדשים ללא שינוי הקוד של המצבים הקיימים.

## **חסרונות**

1. אם אין הרבה מצבים – החלוקה מחלקות מסרבלת ומעמיסה על התוכנית.

# **Strategy (אסטרטגיה, תכנית פעולה)**

## **תיאור במשפט קצר**

מגדירה משפחה של אלגוריתמים להשגת יעד מסוים. במקום ליישם אלגוריתם בודד, הקוד מקבל החלטה בזמן ריצה באיזה משפחה של אלגוריתמים להשתמש.

## **הבעיה התכנותית**

מעוניינים לבצע אלגוריתם מסוים בתוכנית, שניתן לבצע אותו בדרכים שונות. האלגוריתמים כולם יגיעו לאותה תוצאה, אך הדרך להגיע לתוצאת החישוב יכולה להשתנות. הסיבות לבחירת דרך (אסטרטגיה) אחת על פני דרך אחרת יכולות להיות מגוונות: משך זמן, עלות, יעילות, וכו'.

## **דוגמא**

אפליקציית מפות גוגל לניווט – המטרה היא הגעה ליעד. יש אפשרות לנווט בהליכה רגלית, ברכב פרטי, תחבורה ציבורית וכו'. לפי בחירת המשתמש – יופעל האלגוריתם המתאים.

## **הפתרון**

יצירת interface שמכיל פונקציה שמבצעת את האלגוריתם.

יצירת מחלקות שמממשות את הפונקציה כל אחת בדרכה היא. כל מחלקה היא בעצם strategy.

יצירת מחלקה נוספת שנקראת context. מחלקה זו תגדיר חבר מחלקה מסוג ה strategy interface, ותקבל את ה strategy ב ctor. בנוסף, היא גם תגדיר פונקציה או setter ל strategy.

במחלקת ה context תוגדר פונקציה נוספת שתפעיל את האלגוריתם של ה strategy.

בדוגמה של הניווט, יוגדר Route Interface עם פונקציה buildRoute.

כל ניווט הוא בעצם Strategy אחר, שמממש את ה interface. בנוסף, תוגדר מחלקה עם member מסוג ה interface, ופונקציה של navigate. הפונקציה תפעיל את buildRoute של ה strategy שהוכנס אליה ב ctor או ב setter.

## **UML**
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## **דוגמת קוד**

**public** **class** **StrategyPatternWiki**

{

**public** **static** **void** Main(String[] args)

{

*// Prepare strategies*

var normalStrategy = **new** NormalStrategy();

var happyHourStrategy = **new** HappyHourStrategy();

var firstCustomer = **new** CustomerBill(normalStrategy);

*// Normal billing*

firstCustomer.Add(1.0, 1);

*// Start Happy Hour*

firstCustomer.Strategy = happyHourStrategy;

firstCustomer.Add(1.0, 2);

*// New Customer*

var secondCustomer = **new** CustomerBill(happyHourStrategy);

secondCustomer.Add(0.8, 1);

*// The Customer pays*

firstCustomer.Print();

*// End Happy Hour*

secondCustomer.Strategy = normalStrategy;

secondCustomer.Add(1.3, 2);

secondCustomer.Add(2.5, 1);

secondCustomer.Print();

}

}

*// CustomerBill as class name since it narrowly pertains to a customer's bill*

**class** **CustomerBill**

{

**private** IList<double> drinks;

*// Get/Set Strategy*

**public** IBillingStrategy Strategy { **get**; **set**; }

**public** CustomerBill(IBillingStrategy strategy)

{

**this**.drinks = **new** List<double>();

**this**.Strategy = strategy;

}

**public** **void** Add(double price, int quantity)

{

**this**.drinks.Add(**this**.Strategy.GetActPrice(price \* quantity));

}

*// Payment of bill*

**public** **void** Print()

{

double sum = 0;

**foreach** (var drinkCost **in** **this**.drinks)

{

sum += drinkCost;

}

Console.WriteLine($"Total due: {sum}.");

**this**.drinks.Clear();

}

}

**interface** IBillingStrategy

{

double GetActPrice(double rawPrice);

}

*// Normal billing strategy (unchanged price)*

**class** **NormalStrategy** : IBillingStrategy

{

**public** double GetActPrice(double rawPrice) => rawPrice;

}

*// Strategy for Happy hour (50% discount)*

**class** **HappyHourStrategy** : IBillingStrategy

{

**public** double GetActPrice(double rawPrice) => rawPrice \* 0.5;

}

## **דוגמאות נוספות**

1. חישובי מחיר סופי של הזמנה – תלוי במועד הרכישה, בסוג הלקוח וכו'.
2. מחלקה המבצעת אימות על נתונים נכנסים עשויה להשתמש ב Strategy לבחירת אלגוריתם אימות בהתאם לסוג הנתונים, מקור הנתונים, בחירת המשתמש או פרמטרים שונים נוספים. גורמים אלה אינם ידועים עד לזמן הריצה ועשויים לדרוש אימות שונה. אלגוריתמי האימות (אסטרטגיות), המובלעים בנפרד מהאובייקט המאמת, עשויים לשמש אובייקטים מאמתים אחרים באזורים שונים של המערכת (או אפילו מערכות שונות) ללא שכפול קוד.

## **יתרונות**

1. אפשר להחליף את האלגוריתם בזמן ריצה.
2. מפרידים את פרטי המימוש מהקוד של האלגוריתם לבין הקוד שמשתמש בו.
3. מחליפים הורשה בהרכבה (composition over inheritance).
4. Open\Closed Principle – ניתן להוסיף strategies חדשים בלי לפגוע בקיימים.

## **חסרונות**

1. אם יש מספר מצומצם של אלגוריתמים שמתחלפים לעיתים רחוקות, מימוש באמצעות strategy סתם יסרבל את הקוד.
2. ה client חייב לדעת את ההבדלים בין ה strategies כדי לדעת במה לבחור.
3. יש שפות תוכנה שמאפשרות להשתמש בפונקציות כפרמטר, ואז אפשר להחליף את הקוד באמצעות פונקציות שונות ולא אובייקטים. זה קצר יותר ומסורבל פחות.

# **Template Method (תבנית)**

## **תיאור במשפט קצר**

מגדירה את השלד של אלגוריתם במחלקת בסיס, מאפשרת לתת-מחלקות לעקוף שלבים ספציפיים של האלגוריתם מבלי לשנות את המבנה שלו.

## **הבעיה התכנותית**

ישנו אלגוריתם שהמבנה שלו די דומה במקרים רבים, אך חלקים ממנו משתנים בין המקרים. מעוניינים לאחד את הקוד לכולם – אבל לאפשר הבדל בין הסוגים השונים במידת הצורך.

## **דוגמא**

תוכנה לכריית מידע מקבצים מסוגים שונים. קבצי word, קבצי excel, קבצי PDF וכו'.בכל המקרים צריך לפתוח את הקובץ, לשלוף ממנו את המידע, להמיר אותו לצורה אחידה של המידע, ולנתח אותו. רק ההמרה של הנתונים לאיזשהו מבנה אחיד של הנתונים יהיה שונה בין הסוגים השונים של הקבצים.

## **הפתרון**

התבנית מציעה לפרק אלגוריתם לסדרה של שלבים, להפוך את השלבים הללו לפונקציות, ולהכניס סדרה של קריאות לפונקציות הללו בתוך פונקציית-תבנית (template method) אחת. השלבים עשויים להיות מופשטים או שיש להם מימוש ברירת מחדל. כדי להשתמש באלגוריתם, שימוש ספציפי אמור לספק תת-מחלקה משלו, ליישם את כל השלבים המופשטים ולעקוף כמה מהשלבים האופציונליים במידת הצורך (אך לא את פונקציית התבנית עצמה).

## **UML**
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## **דוגמת קוד (Java)**

abstract class OrderProcessTemplate

{

    public boolean isGift;

    public abstract void doSelect();

    public abstract void doPayment();

    public final void giftWrap()

    {

        try

        {

            System.out.println("Gift wrap successful");

        }

        catch (Exception e)

        {

            System.out.println("Gift wrap unsuccessful");

        }

    }

    public abstract void doDelivery();

    public final void processOrder(boolean isGift)

    {

        doSelect();

        doPayment();

        if (isGift) {

            giftWrap();

        }

        doDelivery();

    }

}

class NetOrder extends OrderProcessTemplate

{

    @Override

    public void doSelect()

    {

        System.out.println("Item added to online shopping cart");

        System.out.println("Get gift wrap preference");

        System.out.println("Get delivery address.");

    }

    @Override

    public void doPayment()

    {

        System.out.println

                   ("Online Payment through Netbanking, card or Paytm");

    }

    @Override

    public void doDelivery()

    {

        System.out.println

                    ("Ship the item through post to delivery address");

    }

}

class StoreOrder extends OrderProcessTemplate

{

    @Override

    public void doSelect()

    {

        System.out.println("Customer chooses the item from shelf.");

    }

    @Override

    public void doPayment()

    {

        System.out.println("Pays at counter through cash/POS");

    }

    @Override

    public void doDelivery()

    {

        System.out.println("Item delivered to in delivery counter.");

    }

}

class TemplateMethodPatternClient

{

    public static void main(String[] args)

    {

        OrderProcessTemplate netOrder = new NetOrder();

        netOrder.processOrder(true);

        System.out.println();

        OrderProcessTemplate storeOrder = new StoreOrder();

        storeOrder.processOrder(true);

    }

}

פלט:

Item added to online shopping cart

Get gift wrap preference

Get delivery address.

Online Payment through Netbanking, card or Paytm

Gift wrap successful

Ship the item through post to delivery address

Customer chooses the item from shelf.

Pays at counter through cash/POS

Gift wrap successful

Item delivered to in delivery counter.

## **דוגמאות נוספות**

1. מופיעה בקוד לעיל – רכישת מוצר אונליין או בחנות פיזית – יש הבדל בתהליך אבל למעשה בשני הסוגים מתבצעת בחירה, תשלום, ומשלוח.
2. קוד של משחק – בכל משחק יש את שלב ההתחלה, מצב הלוח, שחקן או שחקנים, תזוזות שחקן, צבירת נקודות, זיהוי פסילה וכדו'. המטרות בכל משחק הן כמובן שונות ואופי השגתן שונה. ניתן להגדיר את השלבים של כל משחק ולממש בהתאם רק את מה שמשתנה בין המשחקים.

## **יתרונות**

1. מאפשרים למממשים לדרוס רק חלקים מסוימים מהאלגוריתם, והם נעשים פחות מושפעים מחלקים אחרים באלגוריתם.
2. ניתן לשים את הקוד שחוזר על עצמו במחלקה אחת במקום להכפיל אותו.

## **חסרונות**

1. מימושים מסוימים יצטרכו להגביל את עצמם לפי התבנית, שלא תמיד תתאים להכל.
2. ככל שיש יותר צעדים באלגוריתם, נעשה קשה יותר לנהל את ה template method.
3. עלולים להפר את Liskov Substitution Principle בזה שמממשים קוד ברירת מחדל לצעד מסוים של האלגוריתם.

# **Visitor (מבקר)**

## **תיאור במשפט קצר**

תבנית המאפשרת להפריד אלגוריתם מהאובייקטים עליהם הוא פועל.

## **הבעיה התכנותית**

מעוניינים להוסיף פונקציונליות למחלקה, בלי לשנות אותה.

## **דוגמא**

קוד שמציג נתונים גיאוגרפיים של שטח מסוים. ישנם נתונים שונים שהוא מציג: עיר, ארגון, אתר תיירות, וכו'. כולם מיוצגים באמצעות מחלקת Node בסיסית ומממשים את מה שמתאים להם באופן פרטני. יום אחד עולה דרישה לייצא את הנתונים הללו לקובץ Xml או Json. לכאורה הפשוט ביותר – להוסיף לכל מחלקה את הפונקציה ExoprtToXML ולממש לכל אחד בהתאם, באופן רקורסיבי או לא – לפי הסוג שלו. הבעיה – לא מעונינים לפתוח את הקוד של המחלקות בכל פעם שמוסיפים סוג ייצוא חדש.

ובנוסף – מבחינה לוגית, קוד של ייצוא של המחלקה לא קשור למהות של המחלקה Node? ייצוא זה נושא נפרד ממהות מחלקת Node.

## **הפתרון**

מגדירים אובייקט נפרד שמיישם את הפונקציונליות החדשה של המחלקה. זהו ה Visitor. במחלקת ה visitor מיישמים פונקציה visit שמקבלת אובייקט, פונקציה אחת לכל סוג של אובייקט מעץ ההורשה שאותו מרחיבים.

במחלקות שאותן מרחיבים מגדירים פונקציה accept שמקבלת אובייקט מסוג ה Visitor, ושולחים לה את ה this.

אם יתכן שנרצה לממש מספר Visitors – אחד לייצוא ל XML, אחד לייצוא ל JSON וכו', אפשר לייצר מחלקת בסיס ל Visitor, ממנה יירשו כל Visitors שהם.

## **UML**
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## **דוגמת קוד**

**namespace** **Wikipedia**;

**public** **class** **ExpressionPrintingVisitor**

{

**public** **void** PrintLiteral(Literal literal)

{

Console.WriteLine(literal.Value);

}

**public** **void** PrintAddition(Addition addition)

{

double leftValue = addition.Left.GetValue();

double rightValue = addition.Right.GetValue();

var sum = addition.GetValue();

Console.WriteLine("{0} + {1} = {2}", leftValue, rightValue, sum);

}

}

**public** **abstract** **class** **Expression**

{

**public** **abstract** **void** Accept(ExpressionPrintingVisitor v);

**public** **abstract** double GetValue();

}

**public** **class** **Literal** : Expression

{

**public** double Value { **get**; **set**; }

**public** Literal(double **value**)

{

**this**.Value = **value**;

}

**public** **override** **void** Accept(ExpressionPrintingVisitor v)

{

v.PrintLiteral(**this**);

}

**public** **override** double GetValue()

{

**return** Value;

}

}

**public** **class** **Addition** : Expression

{

**public** Expression Left { **get**; **set**; }

**public** Expression Right { **get**; **set**; }

**public** Addition(Expression left, Expression right)

{

Left = left;

Right = right;

}

**public** **override** **void** Accept(ExpressionPrintingVisitor v)

{

Left.Accept(v);

Right.Accept(v);

v.PrintAddition(**this**);

}

**public** **override** double GetValue()

{

**return** Left.GetValue() + Right.GetValue();

}

}

**public** **static** **class** **Program**

{

**public** **static** **void** Main(string[] args)

{

*// Emulate 1 + 2 + 3*

var e = **new** Addition(

**new** Addition(

**new** Literal(1),

**new** Literal(2)

),

**new** Literal(3)

);

var printingVisitor = **new** ExpressionPrintingVisitor();

e.Accept(printingVisitor);

}

}

## **דוגמאות נוספות**

## **יתרונות**

1. Open\Closed Principle – אפשר להוסיף פונקציונליות למחלקה בלי להצטרך לשנות את הקוד שלה.
2. Single Responsibility Principle – כל Visitor מרכז את האחריות לפעולה מסוימת בתוכו.
3. פעולות שמשותפות לעבודה של ה visitor על האובייקטים השונים באותה מחלקה, יכולות להיות משותפות לכולם באותו Visitor.
4. ל visitor אין גישה למאפיינים Private של המחלקה.

## **חסרונות**

1. בכל פעם שמוסיפים מחלקה או מורידים אותה מעץ המחלקות, צריך לעדכן את ה visitors.
2. ל visitor אין גישה למאפיינים Private של המחלקה.